**2. Advance C#**

**2.1 Types class**

* Types of classes in c# :

![](data:image/jpeg;base64,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)

* Abstract Class :
  + An abstract class is a class that provides a common definition to the subclasses, and this is the type of class whose object is not created.
  + We cannot create an object of an abstract class.
  + It must be inherited in a subclass if you want to use it.
  + An Abstract class contains both abstract and non-abstract methods.
  + The methods inside the abstract class can either have an or no implementation.
  + We can inherit two abstract classes; in this case, implementation of the base class method is optional.
  + An Abstract class has only one subclass.
  + Methods inside the abstract class cannot be private.
  + If there is at least one method abstract in a class, then the class must be abstract.
  + For example

abstract class Accounts

{

}

* Partial Class :
  + It is a type of class that allows dividing their properties, methods, and events into multiple source files, and at compile time, these files are combined into a single class.
  + All the parts of the partial class must be prefixed with the partial keyword.
  + If you seal a specific part of a partial class, the entire class is sealed, the same as for an abstract class.
  + Inheritance cannot be applied to partial classes.
  + The classes written in two class files are combined at run time.
  + For example

partial class Accounts

{

}

* Sealed Class :
  + A Sealed class is a class that cannot be inherited and used to restrict the properties.
  + A Sealed class is created using the sealed keyword.
  + Access modifiers are not applied to a sealed class.
  + To access the sealed members, we must create an object of the class.
  + For example

sealed class Accounts

{

}

* Static Class :
  + It is the type of class that cannot be instantiated. In other words, we cannot create an object of that class using the new keyword, such that class members can be called directly using their name.
  + It was created using the static keyword.
  + Only static members are allowed; in other words, everything inside the class must be static.
  + We cannot create an object of the static class.
  + A Static class cannot be inherited.
  + It allows only a static constructor to be declared.
  + The static class methods can be called using the class name without creating the instance.
  + For example

static class Accounts

{

}

Bottom of Form

**2.2 Generics**

* Generics in C# provide a way to create classes, interfaces, and methods with placeholders for the data types they work with. This allows you to write code that can work with any data type, providing flexibility and type safety.
* Generics are extensively used in collections (such as List, Dictionary, etc.) and other scenarios where a common functionality is needed for different types.

Generic Classes:

* Syntax :

public class MyClass<T>

{

private T value;

public MyClass(T val)

{

value = val;

}

public T GetValue()

{

return value;

}

}

Generic Methods :

* You can create generic methods inside non-generic classes as follows:

public class MyUtility

{

public T Add<T>(T a, T b)

{

dynamic dynamicA = a;

dynamic dynamicB = b;

return dynamicA + dynamicB;

}

}

Generic Interfaces :

* Syntax :

public interface IRepository<T>

{

void Add(T item);

T GetById(int id);

}

Constraints :

* You can use constraints to specify requirements on the generic type:

public class MyClass<T> where T : IComparable { // Code here }

* This example ensures that T must implement the IComparable interface.

Covariance and Contravariance :

* Generics in C# support covariance and contravariance, allowing more flexibility when working with generic types. This is achieved using the out and in keywords.
* Syntax :

// Covariant interface

public interface IMyCovariant<out T>

{

T GetItem();

}

// Contravariant interface

public interface IMyContravariant<in T>

{

void SetItem(T item);

}

**2.3 File system in Depth**